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What is Complexity?

“not easy to understand or explain : not simple ”

“having parts that go together in complicated ways”

“having many varied interrelated parts, patterns, or elements and consequently hard to understand”

What is Software Complexity?

Software that is “not easy to understand or explain : not simple ”

Software “having parts that go together in complicated ways”

Software “having many varied interrelated parts, patterns, or elements and consequently hard to 

understand”

Software Complexity makes software difficult to understand and support

1Source: https://www.merriam-webster.com/dictionary/complex
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Problem Statement

The lack of a comprehensive software complexity measurement framework leads to an increase of 

over 90% in software maintenance cost.

Research Objective

The research aims to measure the complexity of software applications through a comprehensive 

analysis using different dimensions of characteristics. The result will be a score which 

comprehensively represents the dimensions of software complexity.
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Source: Software Maintenance Costs (Koskinen, 2015)



Impacts of Software Complexity

3Source: Software Maintenance Costs (Koskinen, 2015)

How to save on software maintenance costs (Vries & Burki, 2014)

• More than 90% of overall software lifecycle 

cost can be devoted to maintenance
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Impacts of Software Complexity

• Analysis of software accounts for nearly 50% of maintenance development

4Source: Software Development Practices, Software Complexity, and Software Maintenance (Banker et al, 1998)

How to save on software maintenance costs (Vries & Burki, 2014)
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Software Product Quality Model – ISO/IEC 9126 (2001)

• Functionality – The capability of the software product to provide functions which meet stated and implied needs when 

the software is used under specified conditions. 

• Reliability – The capability of the software product to maintain a specified level of performance when used under 

specified conditions. 

• Usability – The capability of the software product to be understood, learned, used and attractive to the user, when 

used under specified conditions. 

• Efficiency – The capability of the software product to provide appropriate performance, relative to the amount of 

resources used, under stated conditions. 

• Maintainability – The capability of the software product to be modified. Modifications may include corrections, 

improvements or adaptation of the software to changes in environment, and in requirements and functional 

specifications. 

• Portability – The capability of the software product to be transferred from one environment to another. 
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Source: ISO/IEC 9126



Software Product Quality Model – ISO/IEC 9126 (2001)
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Dimension Sub-Dimension Definition

Functionality Suitability • The capability of the software product to provide an appropriate set of functions for specified tasks and user objectives. 

Accuracy • The capability of the software product to provide the right or agreed results or effects with the needed degree of precision.

Interoperability • The capability of the software product to interact with one or more specified systems. 

Security • The capability of the software product to protect information and data so that unauthorised persons or systems cannot read 

or modify them and authorised persons or systems are not denied access to them. 

Functionality Compliance • The capability of the software product to adhere to standards, conventions or regulations in laws and similar prescriptions 

relating to functionality. 

Reliability Maturity • The capability of the software product to avoid failure as a result of faults in the software. 

Fault Tolerance • The capability of the software product to maintain a specified level of performance in cases of software faults or of 

infringement of its specified interface. 

Recoverability • The capability of the software product to re-establish a specified level of performance and recover the data directly affected 

in the case of a failure. 

Reliability Compliance • The capability of the software product to adhere to standards, conventions or regulations relating to reliability. 

Usability Understandability • The capability of the software product to enable the user to understand whether the software is suitable, and how it can be 

used for particular tasks and conditions of use. 

Learnability • The capability of the software product to enable the user to learn its application. 

Operability • The capability of the software product to enable the user to operate and control it. 

Attractiveness • The capability of the software product to be attractive to the user. 

Usability Compliance • The capability of the software product to adhere to standards, conventions, style guides or regulations relating to usability. 



Software Product Quality Model – ISO/IEC 9126 (2001)
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Dimension Sub-Dimension Definition

Efficiency Time Behavior • The capability of the software product to provide appropriate response and processing times and throughput rates 

when performing its function, under stated conditions. 

Resource Utilization • The capability of the software product to use appropriate amounts and types of resources when the software performs 

its function under stated conditions. 

Efficiency Compliance • The capability of the software product to adhere to standards or conventions relating to efficiency. 

Maintainability Analyzability • The capability of the software product to be diagnosed for deficiencies or causes of failures in the software, or for the 

parts to be modified to be identified. 

Changeability • The capability of the software product to enable a specified modification to be implemented. 

Stability • The capability of the software product to avoid unexpected effects from modifications of the software. 

Testability • The capability of the software product to enable modified software to be validated. 

Maintainability Compliance • The capability of the software product to adhere to standards or conventions relating to maintainability. 

Portability Adaptability • The capability of the software product to be adapted for different specified environments without applying actions or 

means other than those provided for this purpose for the software considered. 

Installability • The capability of the software product to be installed in a specified environment. 

Co-Existence • The capability of the software product to co-exist with other independent software in a common environment sharing 

common resources. 

Replaceability • The capability of the software product to be used in place of another specified software product for the same purpose in 

the same environment. 

Portability Compliance • The capability of the software product to adhere to standards or conventions relating to portability. 



Software Product Quality Model – ISO/IEC 9126 (2001)

• Compliance is a part of every dimension and can be considered a dimension on its own

• Note: The following displays all attributes from the ISO/IEC 9126 Product Quality Model, but not 

all dimensions / sub-dimensions will be used:
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Dimensions Sub-Dimensions

Functionality
• Suitability

• Accuracy

• Interoperability

• Security

• Functionality Compliance

Reliability
• Maturity

• Fault Tolerance

• Recoverability

• Reliability Compliance

Usability
• Understandability

• Learnability

• Operability

• Attractiveness

• Usability Compliance

Efficiency
• Time Behavior

• Resource Utilization

• Efficiency Compliance

Maintainability
• Analyzability

• Changeability

• Stability

• Testability

• Maintainability Compliance

Portability
• Adaptability

• Installability

• Co-Existence

• Replaceability

• Portability Compliance

Dimensions Sub-Dimensions

Functionality
• Suitability

• Accuracy

• Interoperability

• Security

Reliability
• Maturity

• Fault Tolerance

• Recoverability

Usability
• Understandability

• Learnability

• Operability

• Attractiveness

Efficiency
• Time Behavior

• Resource Utilization

Maintainability
• Analyzability

• Changeability

• Stability

• Testability

Portability
• Adaptability

• Installability

• Co-Existence

• Replaceability

Compliance
• Functionality Compliance

• Reliability Compliance

• Usability Compliance

• Efficiency Compliance

• Maintainability Compliance

• Portability Compliance



Software Product Quality Model – ISO/IEC 9126 (2001)

• Dimensions are comprised 

of Sub-Dimensions

• Sub-Dimensions are comprised of 

various measurements

• Measurements may use 

many different metrics
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Software Metrics

• Software Metrics identify a value that represents a characteristic of the software

• Software Metrics contribute to the evaluation of Software Measurements
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Source: ARISA Compendium of Software Quality Standards and Metrics - Version 1.0

Metric Category Metric Type Metric

Complexity Size • Lines of Code

Interface Complexity • Number of Attributes and Methods

• Number of Local Methods

Structural Complexity • McCabe Cyclomatic Complexity

• Weighted Method Count

• Response for a Class



Software Metrics
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Source: ARISA Compendium of Software Quality Standards and Metrics - Version 1.0

Metric Category Metric Type Metric

Architecture and Structure Inheritance • Depth of Inheritance Tree

• Number of Children

Coupling • Afferent Coupling

• Coupling Between Objects

• Change Dependency Between Classes

• Change Dependency of Classes

• Efferent Coupling

• Coupling Factor

• Data Abstraction Coupling

• Instability

• Locality of Data

• Message Passing Coupling

• Package Data Abstraction Coupling

Cohesion • Lack of Cohesion in Methods

• Improvement of LCOM

• Tight Class Cohesion



Software Metrics
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Source: ARISA Compendium of Software Quality Standards and Metrics - Version 1.0

Metric Category Metric Type Metric

Design Guidelines and Code 

Conventions

Documentation • Lack of Documentation

Code Conventions



Cylcomatic Complexity

Example Complexity:

13Source: https://www.tutorialspoint.com/software_testing_dictionary/cyclomatic_complexity.htm

v(G) = e – n + p

v(G) = cyclomatic number

e = edges

n = nodes

p = connected components

v(G) = 8 – 7 + 2 = 3

e = 8

n = 7

p = 2
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Software Science Metrics

14Source: http://www.win.tue.nl/~aserebre/2IS55/2011-2012/10.pdf

Operators

< 3 { 3

= 5 } 3

> 1 + 1

- 1 ++ 2

, 2 for 2

; 9 if 2

( 4 int 1

) 4 return 1

[] 6

Operands

0 1

1 2

2 1

a 6

i 8

j 7

n 3

t 3
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Software Science Metrics

15

n1 = unique operators

n2 = unique operands

N1 = total operators

N2 = total operands

Program Length (N) = N1 + N2

Vocabulary Size (n) = n1 + n2

Volume (V) = N * log2(n)

Difficulty (D)  = (n1 / 2) * (N2 / n2)

Level (L) = 1 / D

Effort = D * VOL

Time (T) = E / 18

Bugs (B) = V / 3000

Total Unique

Operators N1 = 50 n1 = 17

Operands N2 = 30 n2 = 7

Source: http://www.win.tue.nl/~aserebre/2IS55/2011-2012/10.pdf

n1 = 17

n2 = 7

N1 = 50

N2 = 30
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Comprehensive Complexity Measurement

• Software Metrics identify a value that represents a characteristic of the software

• Metrics are used to calculate Software Measurements

• Software Measurements are used to evaluate Sub-Dimensions

• Sub-Dimensions are then used to evaluate Dimensions

• Dimensions can then be used to calculate a Comprehensive Complexity Measurement

16NDIA 2017
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Comprehensive Complexity Measurement
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Metrics
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Measurements

Measurements

Measurements

Sub-Dimension

Sub-Dimension

Sub-Dimension

Dimension

Dimension

Dimension

Comprehensive 

Complexity 

Measurement
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Implementation

• Now we have a current score and a desired score, so what?

• The framework can then recommend changes that most significantly reduce the delta score; bringing the current 

system closer to the most optimal system

• This can eventually be operationalized with a system like GitHub, a version control system that tracks 

changes over time

18
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